Федеральное государственное бюджетное образовательное учреждение высшего образования

«Сибирский государственный университет телекоммуникаций и информатики»

(СибГУТИ)

Кафедра прикладной математики и кибернетики

Отчет

По лабораторной работе №2

Логические классификаторы.

Решающие деревья.

Выполнил:

студент гр. ИП-712

Алексеев С.В.

Работу проверил: Ассистент кафедры  
Морозова К.И.

Новосибирск 2020 г.

**Теория.**

**Логические классификаторы**

**Теоретический базис:**

Пусть ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAF8AAAATCAIAAAB5tEa1AAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAolJREFUWEftVz1yqzAQhncWSJHxCfAJmNekcutOLs0BXL4D4NJlWlduAicIJ/C4iLiLsysJsQIJiTHJzJuxKn6W/fl29X0ivt/v0XM5EPjzRGYCgSc6U+Px/6LT1rv1Oo7j9bFdaP7bo/C33tXaI/DOYFUsyko+fm59wstM5sYqeK/vwh0ExrEkGWWsImnyiqlUBi+cEXjJwMXgNbjpqgFGtoEjSw1ciEgPBvo2sw50M88MwxhJir5ItMSlpz0aSkulyhUmNEIH380BR2ajvoDLcTfC64Zmhg0tKUB6F03R39L2W6JDGFYCkCOIlW3/XKODaHaTiTslC0xUNQtSexAaVWUWtCkHhZnzOwTL1R4HOsSZYGWko/RftDnwbhB4tbkWaUd4gq52tYv8kv2BNUW6vR3eT/ljDJmf3jdnHdftK33NouuXJk9+ax6LS79GZ6uXBB8BOu1xWzSs+jzt86T9ODfsLY+SHCqOmvNHkB7Ulyu4Wr3lwqV3SW1wrLRooqbYTgtRSyrwhptrIJC/SN0S09JNM702t7KbPHBHloLp59GVw+Nwk4zNBKtkJRWOIdGE5e7OWcgfVGWgMx+cnmv8VYWws4TaaymaQQ3N+8BcpnhHyh+wcq+A6qTDKzgI0OgjiZDpY459ioEpTVUerFnGwGvR6hTdgGoiLQc65LHQLAWH3qAoy7SBNnTUwU/vSXUWC+m8dzT8BpbC8GwnKzDk1oYOmhJ9hnLpvJIvyHlngeb7y1rGwjHMNuezTv794UlyKPnPAh3INn/DZGeuDixsn7yswjzWu8sr/9zPKqr9QgWWS+O9mOosMx4eLz/2x+L5z/qV4hYI0h3ul2M6SaWUdGPUredyIPANM673cGNAa+gAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAF8AAAATCAIAAAB5tEa1AAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAolJREFUWEftVz1yqzAQhncWSJHxCfAJmNekcutOLs0BXL4D4NJlWlduAicIJ/C4iLiLsysJsQIJiTHJzJuxKn6W/fl29X0ivt/v0XM5EPjzRGYCgSc6U+Px/6LT1rv1Oo7j9bFdaP7bo/C33tXaI/DOYFUsyko+fm59wstM5sYqeK/vwh0ExrEkGWWsImnyiqlUBi+cEXjJwMXgNbjpqgFGtoEjSw1ciEgPBvo2sw50M88MwxhJir5ItMSlpz0aSkulyhUmNEIH380BR2ajvoDLcTfC64Zmhg0tKUB6F03R39L2W6JDGFYCkCOIlW3/XKODaHaTiTslC0xUNQtSexAaVWUWtCkHhZnzOwTL1R4HOsSZYGWko/RftDnwbhB4tbkWaUd4gq52tYv8kv2BNUW6vR3eT/ljDJmf3jdnHdftK33NouuXJk9+ax6LS79GZ6uXBB8BOu1xWzSs+jzt86T9ODfsLY+SHCqOmvNHkB7Ulyu4Wr3lwqV3SW1wrLRooqbYTgtRSyrwhptrIJC/SN0S09JNM702t7KbPHBHloLp59GVw+Nwk4zNBKtkJRWOIdGE5e7OWcgfVGWgMx+cnmv8VYWws4TaaymaQQ3N+8BcpnhHyh+wcq+A6qTDKzgI0OgjiZDpY459ioEpTVUerFnGwGvR6hTdgGoiLQc65LHQLAWH3qAoy7SBNnTUwU/vSXUWC+m8dzT8BpbC8GwnKzDk1oYOmhJ9hnLpvJIvyHlngeb7y1rGwjHMNuezTv794UlyKPnPAh3INn/DZGeuDixsn7yswjzWu8sr/9zPKqr9QgWWS+O9mOosMx4eLz/2x+L5z/qV4hYI0h3ul2M6SaWUdGPUredyIPANM673cGNAa+gAAAAASUVORK5CYII=) — некоторый предикат, определённый на множестве объектов X. Предикат называют закономерностью, если он выделяет достаточно много объектов какого-то одного класса c, и практически не выделяет объекты других классов (более строгое определение будет дано ниже). Особую ценность представляют закономерности, которые описываются простой логической формулой. Их называют правилами (rules). Процесс поиска правил по выборке называют извлечением знаний из данных (knowledge discovery). К знаниям предъявляется особое требование — они должны быть интерпретируемы, то есть понятны людям. На практике логические закономерности часто ищут в виде конъюнкций небольшого числа элементарных высказываний.

***Решающие деревья***
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**function classify(x):**

**v=v0**

**if βv(x)=1**

**v:=Rv**

**else**

**v:=Lv**

**return yv**
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**Алгоритм построения решающего дерева ID3**

Или Induction of Decision Tree. Идея алгоритма заключается в последовательном дроблении выборки на две части до тех пор, пока в каждой части не окажутся объекты только одного класса.

**Трудоёмкость** алгоритма ID3 имеет порядок O(Bhℓ), где h — глубина дерева, B — среднее число предикатов.

**Код Программы.**

import csv

import math

import random

from collections import defaultdict

from collections import Counter

from typing import \*

import numpy as np

from sklearn import tree

from sklearn.impute import SimpleImputer

class DataItem:

def \_\_init\_\_(self, row: list):

self.attributes = [None] \* 13

for i in range(len(self.attributes)):

self.attributes[i] = None if row[i] == "?" else row[i]

self.clazz = row[len(row) - 1]

def \_\_str\_\_(self):

return str(self.attributes) + ", " + str(self.clazz)

class DecisionTree:

def \_\_init\_\_(self, train\_data: List[DataItem]):

train\_data = [random.choice(train\_data) for i in range(len(train\_data))]

n\_attributes = len(train\_data[0].attributes)

m = int(math.sqrt(n\_attributes))

self.attr\_subset\_indexes = random.sample(range(n\_attributes), m)

attribute\_subset = [subset\_by\_indexes(item.attributes, self.attr\_subset\_indexes) for item in train\_data]

classes = [item.clazz for item in train\_data]

self.sk\_dec\_tree = tree.DecisionTreeClassifier()

self.sk\_dec\_tree.fit(attribute\_subset, classes)

def predict(self, X) -> list:

X = [subset\_by\_indexes(attrs, self.attr\_subset\_indexes) for attrs in X]

return self.sk\_dec\_tree.predict(X)

class Forest:

def \_\_init\_\_(self, trees: List[DecisionTree]):

self.trees = trees

def predict(self, X) -> list:

vote\_table = zip(\*[dec\_tree.predict(X) for dec\_tree in self.trees])

return [one\_most\_common(votes) for votes in vote\_table]

def one\_most\_common(l):

return Counter(l).most\_common(1)[0][0]

def subset\_by\_indexes(l: list, indexes: List[int]) -> list:

return [l[i] for i in indexes]

def read\_csv(file: str) -> List[DataItem]:

with (open(file)) as csv\_file:

reader = csv.reader(csv\_file)

next(reader) # skip header

return [DataItem(row) for row in reader]

def group\_by\_class(data: List[DataItem]) -> dict:

result = defaultdict(list)

for entry in data:

result[entry.clazz].append(entry)

return result

def split\_data(data: List[DataItem], train\_data\_ratio: float) -> Tuple[List[DataItem], List[DataItem]]:

if train\_data\_ratio <= 0:

return [], data

if train\_data\_ratio >= 1:

return data, []

n = len(data)

n\_training = int(n \* train\_data\_ratio)

grouped\_by\_class = group\_by\_class(data)

classes = list(grouped\_by\_class.keys())

train\_data = []

test\_data = []

class\_i = 0

for i in range(n):

class\_i = (class\_i + 1) % len(classes)

clazz = classes[class\_i]

group = grouped\_by\_class[clazz]

if len(group) == 0:

classes.remove(clazz)

continue

group.pop

item = group.pop(random.randint(0, len(group) - 1))

target\_data = train\_data if i < n\_training else test\_data

target\_data.append(item)

return train\_data, test\_data

def fill\_missing\_values(data: List[DataItem]) -> List[DataItem]:

imp = SimpleImputer(missing\_values=np.nan, strategy='mean')

attributes = [item.attributes for item in data]

imp = imp.fit(attributes)

attributes\_imp = imp.transform(attributes)

return [DataItem([\*attributes\_imp[i], data[i].clazz]) for i in range(len(data))]

def count\_matches(forest: Forest, test\_data: List[DataItem]) -> float:

matches = 0

predicted: list = forest.predict([item.attributes for item in test\_data])

for i in range(len(predicted)):

if predicted[i] == test\_data[i].clazz:

matches += 1

return matches / len(test\_data)

def main():

all\_data = read\_csv('data.csv')

all\_data = fill\_missing\_values(all\_data)

(train\_data, test\_data) = split\_data(all\_data, 0.7)

trees = [DecisionTree(train\_data) for i in range(15)]

forest = Forest(trees)

train\_matches = '{:.4f}'.format(count\_matches(forest, train\_data))

test\_matches = '{:.4f}'.format(count\_matches(forest, test\_data))

print("Train: " + str(train\_matches))

print("Test: " + str(test\_matches))

if \_\_name\_\_ == '\_\_main\_\_':

main()

exit()

**Результат.**

Train: 0.9220

Test: 0.8636

Train: 0.9122

Test: 0.8523

Train: 0.9512

Test: 0.7955

Train: 0.9171

Test: 0.8750

Train: 0.8829

Test: 0.8750

Train: 0.9366

Test: 0.8864

Train: 0.9561

Test: 0.7386

Train: 0.9024

Test: 0.8409

Train: 0.9220

Test: 0.8636

Train: 0.9463

Test: 0.8636